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АНОТАЦІЇ. РЕФЛЕКСІЯ. ШАБЛОН OBSERVER

**Мета:**

* придбання навичок використання засобів анотування;
* ознайомлення з механізмом рефлексії;
* реалізація обслуговування колекції об’єктів на основі шаблону проектування Observer;
* використання модульного тестування.

**1 Індивідуальне завдання:**

Розробити ієрархію класів згідно шаблону Observer та продемонструвати можливість обробки розробленої раніше колекції. При реалізації використовувати анотації.

**2 Розробка програми**

**2.1 Опис програми та структура проекту:**

![](data:image/png;base64,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)

Рисунок 1 – структура проекту

Опис класів:

Клас Main створює потрібні об`єкти та демонструє роботу програми.

Клас Calc виконує обчислення площі, периметру вікон, SuperWindow – суперклас, який містить в собі потрібні дані, Window – наслідник, який спадкує всі дані від класу Window.

Клас Menu реалізує шаблон проектування Command

Класи Publisher та Subscriber реалізують «письменника та читача», PublisherInterface та PublisherActionListener реалізують методи для правильного виконання роботи шаблону проектування Observer.

**2.2 Програма**

файл Basic.java

package task7;  
  
public interface Basic {  
 String Perimeter(int a , int b);  
 String Volume(int a , int b , int c);  
 String Square(int a , int b);  
}

файл Calc.java

package task7;  
  
  
import java.io.Serializable;  
import java.util.Formatter;  
  
public class Calc implements Serializable, Basic {  
  
 private String perimeter;  
 private String square;  
 private String volume;  
  
 @Override  
 public String toString() {  
 Formatter fmt = new Formatter();  
 fmt.format("%-10.9s|%-15.10s|%-15.10s|", perimeter, square, volume);  
 return fmt.toString();  
 }  
  
 public String Perimeter(int a, int b) {  
 perimeter = (2 \* (a + b) + "");  
 return perimeter;  
 }  
  
 public String Volume(int a, int b, int c) {  
 volume = (a \* b \* c + "");  
 return volume;  
 }  
  
 public String Square(int a, int b) {  
 square = (a \* b + "");  
 return square;  
 }  
  
 public String Square(int a) {  
 square = (Math.*round*(Math.*PI* \* Math.*pow*(a, 2)) + "");  
 return square;  
 }  
  
 public String getSquare() {  
 return square;  
 }  
  
  
}

файл Window.java

package task7;  
  
  
import java.io.Serializable;  
  
public class Window extends SuperWindow implements Serializable {  
 private Calc calc;  
  
 public Window(int width, int length, int height) {  
 super(width, length, height);  
 }  
  
 public Window() {  
  
 }  
  
 public Calc getCalc() {  
 return calc;  
 }  
  
 public void setCalc(Calc calc) {  
 this.calc = calc;  
 }  
  
 @Override  
 public String PolimorphMethod(){  
 return "Window";  
 }  
  
 @Override  
 public String toString() {  
 return "Window{" +  
 "calc=" + calc +  
 '}';  
 }  
}

файл SuperWindow.java

package task7;  
  
  
import java.io.Serializable;  
  
  
public class SuperWindow implements Serializable {  
  
 private Calc calc;  
 private int width;  
 private int length;  
 private int height;  
  
 public SuperWindow(int width, int length, int height) {  
  
 this.width = width;  
 this.length = length;  
 this.height = height;  
 }  
  
 public SuperWindow() {  
 }  
  
 public int getHeight() {  
  
 return height;  
 }  
  
 public int getLength() {  
  
 return length;  
 }  
  
 public int getWidth() {  
  
 return width;  
 }  
  
 public Calc getCalc() {  
  
 return calc;  
 }  
  
 public void setCalc(Calc calc) {  
  
 this.calc = calc;  
 }  
  
 public String PolimorphMethod(){  
 return "SuperWindow";  
 }  
  
}

файл Main.java

package task07;  
  
import java.lang.reflect.Field;  
import java.util.ArrayList;  
import java.util.List;  
  
public class Main {  
 private final static Main *main* = new Main();  
 public static Main getInstance(){  
 return *main*;  
 }  
  
 static List<Window> *windowList* = new ArrayList<>();  
  
 public static void init() {  
 for (int i = 0; i < 5; i++) {  
  
 Window window = new Window((int) (Math.*random*() \* 30), (int) (Math.*random*() \* 30), (int) (Math.*random*() \* 3 + 1));  
 Calc calc = new Calc();  
 calc.Perimeter(window.getWidth(), window.getLength());  
 calc.Square(window.getWidth(), window.getLength());  
 calc.Volume(window.getWidth(), window.getLength(), window.getHeight());  
 window.setCalc(calc);  
 *windowList*.add(window);  
 }  
 }  
 public static void main(String[] args) throws NoSuchFieldException, IllegalAccessException {  
  
 System.*out*.println(new SuperWindow().PolimorphMethod());  
 System.*out*.println(new Window().PolimorphMethod());  
  
 Menu menu = new Menu();  
 *main*.*init*();  
  
 for (Window circleRoom : *windowList*)  
 System.*out*.println(circleRoom);  
 System.*out*.println("//////////////////////////");  
  
 AddNewRoom addNewRoom = new AddNewRoom();  
 addNewRoom.setWindowList(*windowList*);  
  
 MediumRoom mediumRoom = new MediumRoom();  
 mediumRoom.setWindowList(*windowList*);  
  
 SortRoom sortRoom = new SortRoom();  
 sortRoom.setWindowList(*windowList*);  
  
 SearchRoom searchRoom = new SearchRoom();  
 searchRoom.setWindowList(*windowList*);  
 searchRoom.setWindow(*windowList*.get(*windowList*.size() - 1));  
  
 MinRoom minRoom = new MinRoom();  
 minRoom.setWindowList(*windowList*);  
  
 menu.addCommand(addNewRoom);  
 menu.addCommand(mediumRoom);  
 menu.addCommand(searchRoom);  
 menu.addCommand(minRoom);  
 menu.addCommand(sortRoom);  
  
 new Thread(() -> {  
 for (int i = 0; i < 5; i++) {  
 menu.execute(menu.getCommandList().get(i));  
 }  
 }).start();  
 System.*out*.println("\n\n\n////////////////////////////////////////////////////////////////////////");  
  
 Publisher publisher = new Publisher();  
 publisher.addListener(new Subcriber());  
 publisher.addListener(new Subcriber());  
  
 publisher.createNewMessage("Message!!!!!");  
  
 Class classPublisher = Publisher.class;  
 Field field = classPublisher.getDeclaredField("str");  
 field.setAccessible(true);  
 System.*out*.println(field.get(publisher));  
 }  
}

файл Menu.java

package task7;  
  
  
import java.util.ArrayList;  
import java.util.Collections;  
import java.util.Comparator;  
import java.util.List;  
  
public class Menu implements Queue{  
  
 List<Command> commandList = new ArrayList<>();  
 private boolean waiting;  
 private boolean shutdown;  
  
 Menu(){  
 waiting = false;  
 }  
  
 void addCommand(Command command) {  
 commandList.add(command);  
 }  
  
 public List<Command> getCommandList() {  
 return commandList;  
 }  
  
 void execute() {  
 for (Command command : commandList) {  
 command.execute();  
 System.*out*.println("\n\n/////////////////////////");  
 }  
 }  
 void execute(Command command){  
 command.execute();  
 System.*out*.println("\n\n/////////////////////////");  
 }  
  
  
 @Override  
 public void put(Command cmd) {  
 commandList.add(cmd);  
 if(waiting){  
 synchronized (this){  
 notifyAll();  
 }  
 }  
 }  
  
 @Override  
 public Command take() {  
 if(commandList.isEmpty()){  
 synchronized (this){  
 waiting = true;  
 try{  
 wait();  
 } catch (InterruptedException e) {  
 waiting = false;  
 }  
 }  
 }  
 return (Command)commandList.remove(0);  
 }  
  
 private class Worker implements Runnable{  
  
 @Override  
 public void run() {  
 while(!shutdown){  
 Command c = take();  
 c.execute();  
 }  
 }  
 }  
}  
class AddNewRoom implements Command {  
  
 List<Window> windowList = new ArrayList<>();  
  
 public List<Window> getWindowList() {  
 return windowList;  
 }  
  
 public void setWindowList(List<Window> windowList) {  
 this.windowList = windowList;  
 }  
  
 @Override  
 public void execute() {  
 windowList.add(windowList.get(0));  
 System.*out*.println("added");  
 }  
  
}  
  
class MinRoom implements Command {  
  
 List<Window> windowList = new ArrayList<>();  
  
 public List<Window> getWindowList() {  
 return windowList;  
 }  
  
  
  
 public void setWindowList(List<Window> windowList) {  
 this.windowList = windowList;  
 }  
  
 @Override  
 public void execute() {  
 Window minCircleRoom = windowList.get(0);  
 for(Window circleRoom:windowList){  
 if(minCircleRoom.getHeight() > circleRoom.getHeight())  
 minCircleRoom = circleRoom;  
 }  
 System.*out*.println("min room - " + minCircleRoom);  
  
 }  
  
}  
  
class MediumRoom implements Command {  
  
 List<Window> windowList = new ArrayList<>();  
  
 public List<Window> getWindowList() {  
 return windowList;  
 }  
  
 public void setWindowList(List<Window> windowList) {  
 this.windowList = windowList;  
 }  
  
 @Override  
 public void execute() {  
  
 int mediumSquare = 0;  
 for (Window circleRoom : windowList) {  
 mediumSquare +=  
 Integer.*parseInt*(  
 circleRoom  
 .getCalc()  
 .getSquare());  
 }  
 mediumSquare /= windowList.size();  
 System.*out*.println("medium square = " + mediumSquare);  
 }  
  
}  
  
class SortRoom implements Command {  
  
 Window window;  
 List<Window> windowList = new ArrayList<>();  
  
 public List<Window> getWindowListList() {  
 return windowList;  
 }  
  
 public void setWindowList(List<Window> windowList) {  
 this.windowList = windowList;  
 }  
  
 public void setWindow(Window room) {  
 this.window = window;  
 }  
  
 @Override  
 public void execute() {  
 Collections.*sort*(windowList,  
 Comparator.*comparingInt*(  
 (first) ->  
 Integer.*parseInt*(first  
 .getCalc()  
 .getSquare()  
 )  
 )  
 );  
 System.*out*.println("Sort");  
 for (Window window : windowList)  
 System.*out*.println(window);  
 // (first, second)-> Integer.parseInt(first.getCalc().getSquare()) - Integer.parseInt(second.getCalc().getSquare()));  
 }  
  
}  
  
class SearchRoom implements Command {  
 Window room;  
 List<Window> windowList = new ArrayList<>();  
  
 public void setWindow(Window room) {  
 this.room = room;  
 }  
  
 public List<Window> getWindowList() {  
 return windowList;  
 }  
  
 public void setWindowList(List<Window> windowList) {  
 this.windowList = windowList;  
 }  
  
 @Override  
 public void execute() {  
 System.*out*.println("search - " + windowList.get(windowList.indexOf(room)));  
 }  
}

файл Queue.java

package task7;  
  
public interface Queue {  
 void put(Command cmd);  
  
 Command take();  
}

файл Command.java

package task7;  
  
public interface Command {  
 void execute();  
}

файл Subscriber.java

package task07;  
  
public class Subcriber implements PublisherActionListener {  
 static int *i* = 1;  
 @Override  
 public void doAction(String message) {  
 System.*out*.println(message + " from " + this.getClass().getName() + *i*++);  
 }  
}

файл PublisherActionListener.java

package task07;  
  
public interface PublisherActionListener {  
 void doAction(String message);  
  
}

файл PublisherInterface.java

package task07;  
  
public interface PublisherInterface {  
 void addListener(PublisherActionListener listener);  
 void removeListener(PublisherActionListener listener);  
 void removeAllListener();  
 void notifySubscribers(String message);  
  
}

файл Publisher.java

package task07;  
  
import java.util.ArrayList;  
  
public class Publisher implements PublisherInterface{  
  
 private String str = "text";  
 private ArrayList<PublisherActionListener> listeners = new ArrayList<>();  
  
 @Override  
 public void addListener(PublisherActionListener listener) {  
 listeners.add(listener);  
 }  
  
 @Override  
 public void removeListener(PublisherActionListener listener) {  
 listeners.remove(listener);  
 }  
  
 @Override  
 public void removeAllListener() {  
 listeners.clear();  
 }  
  
 @Override  
 public void notifySubscribers(String message) {  
 for(PublisherActionListener actionListener: listeners){  
 actionListener.doAction(message);  
 }  
 }  
  
 public void createNewMessage(String message){  
 System.*out*.println("Publisher printed message:\n" + message);  
 notifySubscribers(message);  
 }  
}

**3 Результат**

Результат роботи програми у вигляді результату проходження тестів наведено на рисунку 1.
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Рисунок 2 – Результат роботи програми

**Висновки:**

У цій лабораторній роботі ознайомились з анотаціями, рефлексією, та з використанням паттерна Observer.